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প্রোগ্রামিং এর সবচেয়ে মজার জিনিস হচ্ছে ফাংশন। এর আগে আমরা printf, scanf, toupper, tolower ইত্যাদি ফাংশন ব্যবহার করেছি। এগুলো প্রোগ্রামিং ল্যাঙ্গুয়েজের এর সাথে দিয়ে দেওয়া হয়েছে যেন আমরা সহজেই প্রোগ্রাম লিখতে পারি। এ অধ্যায় আমরা শিখব কিভাবে নিজের প্রয়োজন মত ফাংশন লিখে ফেলা যায়।

**ফাংশন** **হচ্ছে** **পুনরায়** **ব্যবহার** **যোগ্য** **কোড** **ব্লক।** **যা** **একটি** **নির্দিষ্ট** **কাজ** **করতে** **পারে।** **ফাংশন** **ভালো** **ভাবে** **জানলেই** **প্রোগ্রামিং** **এর** **একটা** **বিশাল** **অংশ** **শেখা** **শেষ** **হয়ে** **যায়।** **লেখা যায়** **নিজের** **ইচ্ছে** **মত** **কোড।** 

**ফাংশন লেখার নিয়মঃ**  
একটা ফাংশন নিচের মত করে লেখা হয়ঃ

|  |  |
| --- | --- |
| 1  2  3  4 | return\_type function\_Name (parameters){      function body;      return value;  } |

* return\_Type হচ্ছে ফাংশনটি কি ধরনের ডেটা রিটার্ন করবে তা। যেমন int, char, float, double ইত্যাদি।
* ফাংশনের তো একটা নাম থাকতে হবে তাই না? যে নাম দিয়ে ফাংশনটিকে কল করে আমরা ব্যবহার করব।  Function\_Name হচ্ছে ফাংশনের নাম।
* Parameters হচ্ছে ফাংশনকে আমরা কি কি ডেটা দিব। এখানে এক বা একাদিক Parameter আমরা দিতে পারি। কোন কোন ফাংশনে কোন Parameter নাও থাকতে পারে।  এটা নির্ভর করে কি ধরনের ফাংশন লিখা হচ্ছে তার উপর। একের অধিক Parameter থাকলে তাদেরকে কমা দিয়ে লিখতে হয়।
* Function Body তে কিছু কোড লিখি আমরা। এটাই ফাংশনের মূল অংশ। ফাংশনটি মূল কাজ এখানে করে।
* কাজ শেষে ফাংশনটি কি রিটার্ন করবে তাই return দিয়ে  পাস করা হয়।

আমরা ছোট্ট একটা ফাংশনের কথা চিন্তা করি। যেমন একটা নাম্বারের বর্গ বা square বের করার ফাংশন। যে ফাংশনে প্যারামিটার হিসেবে আমরা একটা নাম্বার দিব। ফাংশনটি আমাদের ঐ নাম্বারটির বর্গ রিটার্ণ করবে। ফাংশনটি আমরা লিখতে পারি এভাবেঃ

|  |  |
| --- | --- |
| 1  2  3  4 | int square(int num){      int result = num \* num;      return result;  } |

একটা ফাংশনের সব গুলো অংশই উপরের প্রগ্রামে রয়েছে। যেমন ফাংশনটির প্রথমে int দেখে আমরা বলতে পারি এটি একটি int ডেটা রিটার্ণ করবে। এরপর হচ্ছে ফাংশনটির নাম। পরে হচ্ছে ফাংশনটির প্যারামিটার। যেখানে ফাংশনটিকে কল করার সময় আমরা একটা ইন্টিজার নাম্বার দিব।

ফাংশনটির বডিতে আমরা একটা ইন্টিজার ভ্যারিয়েবল ডিক্লেয়ার করেছি, যার নাম result। এবং যার মধ্যে ফাংশনটির প্যারামিটারে পাওয়া ইন্টিজার ভ্যারিয়েবলটি নিজের সাথে নিজেকে গুণ দিয়েছি। কারণ আমরা জানি, একটি নাম্বারকে ঐ নাম্বার দিয়ে গুন করলে নাম্বারটির বর্গ বা স্কয়ার পাওয়া যায়। এবং শেষে result ভ্যারিয়েবলটি রিটার্ণ করেছি।

**ফাংশনকে কল  করাঃ**

কোন ফাংশনকে ব্যবহার করার জন্য তাকে কল করতে হয়। কল করার জন্য আমরা শুধু ঐ ফাংশনটির নাম লিখি। এভাবেঃ

***function\_name(argument)***

ফাংশনটি কাজ করার জন্য যে যে ডেটা লাগবে, তা আমাদের পাস করতে হয় argument হিসেবে। যেমন আমরা উপরে square নামে যে ফাংশনটি লিখেছি, যেখানে ইন্টিজার নাম্বার argument হিসেবে পাস করতে হবে। এভাবেঃ

***Square(5);***

এখানে আমরা যে কোন ইন্টিজার নাম্বার পাস করতে পারব। অন্য কোন ডেটা পাস করলে ফাংশনটি কাজ করবে না। নিচে সম্পুর্ণ একটি প্রোগ্রামঃ

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16 | #include<stdio.h>    int square(int num){      int result = num \* num;      return result;  }      int main(void){      int x = square(5);      printf("Square is: %d", x);      return 0;  } |

প্রথমে আমরা  ফাংশনটি লিখেছি। এরপর main ফাংশন লিখেছি। main নিজেও একটা ফাংশন। প্রতিটা প্রোগ্রামে main নামে একটা ফাংশন থাকতে হয়। কম্পাইলার প্রোগ্রামটি রান করার সময় সবার আগে এই main ফাংশনটাকে খুঁজে বের করে। মেইন ফাংশনে গিয়ে দেখে যে int x নামে একটা ভ্যারিয়েবল নেওয়া হয়েছে। এবং এর মান হচ্ছে square(5) নামে একটা ফাংশন। এরপর squire নামক ফাংশনটিকে খুঁজে বের করে।

আমরা যখন মেইন ফাংশন থেকে square ফাংশনকে কল করেছি, তখন আমরা একটা নাম্বার দিয়ে দিয়েছি। যদি এই নাম্বারটা না দিতাম, প্রোগ্রাম রান করত না। মানে আমরা একটা ইন্টিজার ভ্যালু ফাংশনটিকে দিতে হবে। এখানে আমরা শুধু ইন্টিজার নাম্বারই দিতে পারব। কারণ আমরা ফাংশনটি লেখার সময় বলে দিয়েছি, ফাংশনটি প্যারামিটার হিসেবে একটা ইন্টিজার নাম্বার নিবে। অন্য কিছু argument হিসেবে দিলে আমাদের ফাংশনটি পাগলামি শুরু করে দিতে পারে!

এখন square ফাংশনটিকে কল করার সময় যে কোন নাম্বার পাস করে দিলেই সে আমাদের ঐ নাম্বারটির স্কয়ার রিটার্ণ করবে। আর রিটার্ণটি আমরা একটা ভ্যারিয়েবলে রেখেছি। এরপর তা প্রিন্ট করেছি।

এবার ফাংশনটির দিকে একটু তাকাই, আমরা কি ফাংশনটিকে আরেকটু ছোট করে লিখতে পারি? হ্যা, পারি। আমরা ফাংশনটির ভেতর কোন ভ্যারিয়েবল না ডিক্লেয়ার করে নিচের মত করে ফাংশনটিকে লিখতে পারিঃ

|  |  |
| --- | --- |
| 1  2  3 | int square(int num){      return num \* num;  } |

আবার আমরা printf ফাংশন থেকেও ফাংশনটিকে কল করতে পারি। নিচে পূর্ণাঙ্গ প্রোগ্রামঃ

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14 | #include<stdio.h>    int square(int num){        return  num \* num;  }      int main(void){      printf("Square is: %d", square(5));      return 0;  } |

এটা থেকে আমরা জানলাম, আমরা একটা ফাংশনের ভেতর থেকে আরেকটা ফাংশনকে কল করতে পারি। একটার ভেতর থেকে আরেকটা, আরেকটার ভেতর থেকে আরেকটা, এভাবে যত খুশি তত  [ যতক্ষণ পর্যন্ত আমরা নিজেরা নিজেদের কোড বুঝতে পারি]।

আপনার মাথায় একটা প্রশ্ন উঁকি দিতে পারে। প্যারামিটার কি, আর আরগুমেন্ট কি। এ দুইটার মধ্যে পার্থক্য কি। ফাংশন কল করার সময় আমরা যে ডেটা পাস করি, তাই হচ্ছে আর্গুমেন্ট। যেমন square(5) এর ক্ষেত্রে 5 হচ্ছে আর্গুমেন্ট। আর ফাংশন লেখার সময় আমরা যে ভ্যারিয়েবল ডিক্লেয়ার করি, তা হচ্ছে প্যারামিটার। যেমন  square(int num) এ num হচ্ছে প্যারামিটার।

**প্যারামিটার ছাড়া ফাংশনঃ**

কিছু কিছু ফাংশন এমন হতে পারে যে যেগুলোতে কোন প্যারামিটার নাও থাকতে পারে। তাই সেগুলোকে কল করার সময় কোন আর্গুমেন্ট পাস করতে হয় না। যেমন pi নামক একটা ফাংশন। যেটাকে কল করলে আমাদের pi এর মান 3.1416 রিটার্ণ করবে। কিন্তু তাকে কল করার সময়  কোন আর্গুমেন্ট পাস করতে হবে না।

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14 | #include<stdio.h>    float pi(){        return 3.1416;  }      int main(void){        printf("%f", pi());        return 0;  } |

**রিটার্ণ টাইপ ছাড়া ফাংশনঃ**

কিছু কিছু ফাংশন এমন হতে পারে, যেগুলো কিছু  নাও রিটার্ণ করতে পারে। সে গুলো লেখার সময় আমরা রিটার্ণ টাইপের যায়গায় লিখি void।  যেমন happy নামক একটা ফাংশন। যার মনে কোন দুঃখ নেই। যখনই তাকে কল করা হয়, তখনই সে বলেঃ I am happy!

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | #include<stdio.h>    void happy(){      printf("I am Happy!");  }      int main(void){      happy();      return 0;  } |

এতক্ষণ যে ফাংশন গুলো লিখেছি, সেগুলো অনেক সহজ সহজ ছিল। আমরা ফাংশন ব্যবহার করে অনেক বড় বড় প্রোগ্রাম লিখে ফেলতে পারব। যেমন বাস্তব জীবনে আমাদের একটা সংখ্যার ফ্যাক্টোরিয়াল বের করতে হয়তে পারে। Factorial কি তা তো আমরা জানি, তাই না? কোন সংখ্যার ফ্যাক্টোরিয়াল হচ্ছে শূন্য ছাড়া ঐ সংখ্যাটি থেকে ছোট সকল পূর্ণসংখ্যার গুনফল হচ্ছে ফ্যাক্টোরিয়াল। n পূর্ণসংখ্যা হয়, তাহলে n এর ফ্যাক্টোরিয়াল প্রকাশ করা হয় এভাবেঃ n! যেমন 5! এর মান হবে 120

[![https://jakir.me/wp-content/uploads/2015/03/factorial5.jpg](data:image/jpeg;base64,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)](https://jakir.me/c-functions/factorial5)

এবার আমরা একটা পূর্ণসংখ্যার Factorial বের করার একটি প্রোগ্রাম লিখিঃ

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19 | #include <stdio.h>    long int factorial(int n){      int i;      long int result =1;      if(n>1){          for(i=2; i<=n; i++)          result = result\*i;      }      return result ;  }    int main()  {      int num;      scanf("%d", &num);      printf("Factorial of %d is : %d", num,  factorial(num));      return 0;  } |

এখানে আমরা factorial একটি ফাংশন লিখছি যা ফ্যাক্টোরিয়াল বের করতে পারে। এই ফাংশনকে আমরা যে কোন একটা নাম্বার আরগুমেন্ট হিসেবে দিলে সে আমাদের ঐ সংখ্যার ফ্যাক্টোরিয়াল রিটার্ণ করবে।

**একের অধিক প্যারামিটার সহ ফাংশনঃ**

আমরা চাইলে একটা ফাংশনে যত ইচ্ছে তত গুলো প্যারামিটার ব্যবহার করতে পারি। যেমন নিচের প্রোগ্রামটি দেখিঃ

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15 | #include <stdio.h>    int max(int x, int y){        return (x > y) ? x : y;  }    int main()  {        printf("Max is %d", max(8,12));        return 0;    } |

এখানে আমরা একটা ফাংশন লিখেছি, যার প্যারামিটার হিসেবে রয়েছে দুইটা ইন্টিজার ভ্যারিয়েবল। এরপর মেইন ফাংশন থেকে ফাংশনটিকে কল করার সময় দুইটা নাম্বার দিয়ে দিয়েছি। ফাংশনটি রিটার্ণ করেছে ঐ দুইটা নাম্বারের মধ্যে বড় নাম্বারটি।

**ফাংশন প্রোটোটাইপঃ**

আমরা এতক্ষণ যে ফাংশন গুলো লিখছি তা main এর আগে লিখছি। আমরা ইচ্ছে করলে main এর পরেও লিখতে পারি। তবে তার জন্য main ফাংশন এর আগে তাকে ডিক্লেয়ার করতে হবে। যাকে বলে Function Prototype। ফাংশন প্রোটোটাইপ নিচের মত করে লিখতে হয়ঃ

*return\_type function\_name (parameters);*

আমরা square নামে যে ফাংশনটি লিখেছি এই অধ্যায়ের শুরুতে, তা যদি আমরা main ফাংশনের পরে লিখি, তাহলে আমদের নিচের মত করে লিখতে হবেঃ

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17 | #include<stdio.h>    int square (int num);    int main(void){      printf("Square is: %d", square(5));      return 0;  }        int square(int num){        return  num \* num;  } |

আমরা তো বুঝে গিয়েছি ফাংশন প্রোটোটাইপ কি, কিভাবে লিখতে হয়। এবার আরেকটু কমপ্লেক্স প্রোগ্রাম লিখে ফেলি।

১ থেকে বড় যেকোন সংখ্যা তখনই প্রাইম বা মৌলিক সংখ্যা, যখন তা ১ এবং ঐ সংখ্যা ছাড়া আর কোন সংখ্যা দিয়ে বিভাজ্য নয়। যেমন 2, 3, 5, 7, 11, 13, 17, 19 ইত্যাদি। আমরা একটা ফাংশন লিখব, যেটাকে আমরা একটা নাম্বার দিব। আর ফাংশনটি বলবে, এটি প্রাইম নাকি প্রাইম না। সম্পূর্ণ প্রোগ্রামঃ

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27 | #include <stdio.h>    void check\_prime(int num);    int main()  {      int a;      scanf("%d", &a);        check\_prime(a);        return 0;  }    void check\_prime(int num){      int i,count=0;      for(i=2;i<=num/2;i++){          if(num%i==0){              count++;              break;          }      }      if(count==0 && num!= 1)      printf("%d is a prime number",num);      else      printf("%d is not a prime number",num);  } |

এখানে আমরা প্রাইম নাম্বার চেক করার একটা প্রোগ্রাম লিখছি।

প্রোগ্রামে শুরুতেই আমরা বলে দিয়েছি যে  check\_prime রয়েছে আমাদের এই  প্রোগ্রামে যা কোন কিছু রিটার্ণ করবে না।

আমরা ইউজার থেকে একটা নাম্বার নিয়েছি। ঐ নাম্বারটি check\_prime এ আর্গুমেন্ট হিসেবে পাস করেছি। আমাদের ফাংশনটি এরপর নাম্বারটি প্রাইম কি প্রাইম না, তা জানিয়েছে।

রিকার্শন বা রিকার্শিভ ফাংশনঃ

কোন কিছু যদি নিজেকে নিজে পুনরায় ডাকে, করে তাই হচ্ছে **রিকারশন/ Recursion।**

একটা খালি মাঠে গিয়ে নিজেকে নিজে ডাকলে বা একটা বিশাল হল রুমে নিজের নাম ধরে ডাকা ডাকি করলে রিকার্শন অনুভব করা যাবে।

গুগলে Recursion লিখে সার্চ করে দেখো।  বার বার লেখা উঠবে Did you mean: Recursion। বানান ঠিক থাকার পর ও এটা দেখাবে। গুগল মজা করে একটা রিকারশন বসিয়ে দিয়েছে Recursion সার্চ টার্ম এর উপর।

**Recursive Algorithm** হচ্ছে যে অ্যালগরিদম নিজেকে নিজে কল করে, তা। কম্পিউটার প্রোগ্রামিং এ  রিকারসিভ অ্যালগরিদম ব্যবহার করে কোন প্রোগ্রামে রিকারশন ব্যবহার করা হয়। বিভিন্ন প্রোগ্রামিং ল্যাঙ্গুয়েজে একটি ফাংশন নিজেকে কল করার মাধ্যমে রিকারশন এর প্রয়োগ করা হয়। সি প্রোগ্রামিং এ কিভাবে রিকার্শন বা রিকার্শিভ ফাংশন লিখা যায়, তাই দেখব।

রিকার্সিভ ফাংশন কি তা তো এখন সহজেই বলা যাচ্ছে তাই না? যে ফাংশন নিজেকে নিজে কল করে, তাই হচ্ছে রিকার্সিভ ফাংশন।

রিকারশনের সুবিধে হচ্ছে কোড সহজ করে, অনেক গুলো কোড লেখার পরিবর্তে কয়েক লাইনের কোড দিয়ে একটা সমস্যা সমাধান করা যায়। নিচের সুডোকোডটি দেখিঃ

|  |  |
| --- | --- |
| 1  2  3 | void f() {      f() …  } |

এটা একটা রিকার্সিভ ফাংশন, কারণ ফাংশনটি নিজেকে নিজে কল করেছে। এটাকে বলে সরাসরি কল। আবার ফাংশন সরাসরি কল না করেও এমন একটা ফাংশনকে কল করতে পারে, যে ফাংশনটি প্রথম ফাংশনকে কল করে। নিচের উদারহণটি দেখিঃ

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | void f() {      g() …  }  void g() {      f() …  } |

f ফাংশনটি g ফাংশনকে কল করেছে। আবার g ফাংশন f ফাংশনকে কল করেছে। এটাও রিকার্সিভ ফাংশন।

আমরা একটা রিকার্সিভ ফাংশন লিখি, যেটা ইউজার থেকে একটা নাম্বার নিবে, তারপর ঐ সংখ্যা থেকে এর পর ১ থেকে ঐ সংখ্যা পর্যন্ত সকল সংখ্যা প্রিন্ট করবে। এটা সিম্পল একটা প্রোগ্রাম। তবে আমরা এ প্রোগ্রামটি নতুন ভাবে লিখব। রিকারশন ব্যবহার করে। প্রোগ্রামটি যেহেতু সিম্পল, তাহলে আমরা একটু ভালো করে দেখলেই বুঝতে পারব। আর প্রোগ্রামটি কিভাবে কাজ করে, তা বুঝতে পারলেই আমরা রিকার্শন বুঝে ফেলব। এরপর আমরা কমপ্লেক্স সব প্রোগ্রাম রিকারশন ব্যবহার করে সহজেই লিখে ফেলতে পারব। ফাংশনটি **Pseudo code** **[সুডো কোড]** এ আগে লিখি, এরপর সি প্রোগ্রামিং এ ইমপ্লিমেন্টেশন দেখব।

**সুডো মানে মিথ্যে। সুডো Pseudo code** হচ্ছে একটা প্রোগ্রাম বা একটা অ্যালগরিদমের ধাপ গুলো সাধারণ মানুষের ব্যবহার উপযোগি করে লেখা কিছু কোড।  এগুলো কোন প্রোগ্রামিং ল্যাঙ্গুয়েজ ব্যবহার করে লেখা হয় না। এমন ভাবে লেখা হয় যেন মানুষ বুঝতে পারে। নিচে printInt নামে একটি ফাংশনের সুডো কোড দেওয়া হলো, যা ১ থেকে ঐ সংখ্যা পর্যন্ত সকল সংখ্যা প্রিন্ট করবে।

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | printInt( k ) {      if (k == 0) {          return 0;      }      print(k ); // calling itself      printInt( k – 1 );  } |

ফাংশনটি প্যারামিটার হিসেবে একটা ইন্টিজার নিবে। এরপর চেক করবে সংখ্যাটা কি ০? যদি শুন্য হয়, ঐখানেই ফাংশনের কাজ শেষ হবে। যদি ০ না হয় তাহলে ইন্টিজারটি প্রিন্ট করবে। এবং ঐ ইন্টিজার সংখ্যাটি থেকে ১ বিয়োগ করে আবার printInt কে কল করবে। মানে নিজেকে নিজে কল করবে।

এখন আমরা যদি printInt ফাংশনে 2 পাস করি, তাহলে ফাংশনটির তিনটে কপি তৈরি হবে। একটা হচ্ছে k এর মান 2 এর জন্য, একটা হচ্ছে k এর মান 1 এর জন্য। আর একটা হচ্ছে k এর মান ০ এর জন্য।

|  |  |  |
| --- | --- | --- |
| **যখন k এর মান 2** printInt( int k ) { if (k == 0) { return 0; } print(k ); printInt( k – 1 ); }প্রিন্ট করবে 2 | **যখন k এর মান 1** printInt( int k ) { if (k == 0) { return 0; } print(k ); printInt( k – 1 ); } প্রিন্ট করবে 1 | **যখন k এর মান 0** printInt( int k ) { if (k == 0) { return 0; } print(k ); printInt( k – 1 ); } k এর মান ০ হওয়ায় কিছুই প্রিন্ট করবে না। |

এভাবে এখন আমরা যদি printInt ফাংশনে 5 পাস করি, তাহলে ফাংশনটির পাঁচটি কপি তৈরি হবে। অর্থাৎ যে সংখ্যা পাস করব, তত সংখ্যক বার ফাংশনটির কপি তৈরি হবে। আর এভাবেই রিকারশন কাজ করে।

**এবার সি প্রোগ্রামিং এ  ইমপ্লিমেন্টেশন দেখিঃ**

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20 | #include <stdio.h>    void printInt( int k ) {      if (k == 0) {          return 0;      }      printf( "%d \n", k );      printInt( k - 1 );    }      int main(){      int i;      printf("Enter a number: ");      scanf("%d", &i );      printInt(i);        return 0;  } |

প্রোগ্রামটিতে প্রথমে আমরা আমাদের printInt ফাংশনটি লিখেছি। এর পর মেইন ফাংশনের ভেতর একটা ইন্টিজার ডিক্লেয়ার করেছি। তা ইউজার থেকে ইনপুট নিয়েছি। এরপর printInt ফাংশনে ইন্ট্রিজারটি পাস করেছি। আর printInt হচ্ছে রিকার্সিভ ফাংশন। যে নিজেকে নিজে কল করে আমাদের কাজ করে দিচ্ছে।

আরেকটা সিম্পল প্রোগ্রাম রিকারশন ব্যবহার করে লেখার চেষ্টা করি। যেমন একটা সংখ্যা ইউজার থেকে ইনপুট নিবে, তারপর ১ থেকে ঐ সংখ্যা পর্যন্ত সকল সংখ্যার যোগফল প্রিন্ট করবে। যখন ইনপুট হিসেবে 4 থাকবে তখন সাধারণ একটা প্রোগ্রাম যোগফল নির্নয় করবে নিচের মত করেঃ  
sum(4) = 1+2+3+4  
যখন ইনপুট হিসেবে থাকবে 5 তখনঃ  
sum(5) = 1+2+3+4+5  
যখন ইনপুট হিসেবে থাকবে 6 তখনঃ  
sum(6) = 1+2+3+4+5+6

যার মানে হচ্ছেঃ

|  |
| --- |
| sum(6) = sum(5) + 6 [sum(5)=(1+2+3+4+5)] sum(5) = sum(4) + 5 [sum(4)=(1+2+3+4)] sum(4) = sum(3) + 4 [sum(3)=(1+2+3)] sum(3) = sum(2) + 3 [sum(2)=(1+2)] sum(2) = sum(1) + 2 [sum(1)=(1)] sum(1) = sum(0) + 1 [sum(0)=(0)] sum(0) = 0 |

উপরের স্টেপ গুলো ৬টা সংখ্যার জন্য। এখন আমরা n তম সংখ্যার যোগফলের জন্য সহজ একটা ইকুয়েশন লিখে ফেলতে পারি, sum(n) = sum(n-1) + n.

যখন ০ হবে, তখন প্রিন্ট করবে ০, আর যখন n হবে, তখন প্রিন্ট করবে sum(n) = sum(n-1) + n.

আর এটা সুডো কোডে লিখলেঃ

|  |  |
| --- | --- |
| 1  2  3  4 | sum( int n ) {      if( n == 0 ) return 0;      else return n + sum( n-1 );  } |

সি পোগ্রামে এর প্রয়োগ করলেঃ

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20 | #include <stdio.h>    int sumFunc( int n ) {      if( n == 0 )          return 0;      else      return n + sumFunc( n-1 );  }      int main(){      int n,sum;      printf("Enter the value of n: ");      scanf("%d",&n);      sum = sumFunc(n);      printf("Sum of n numbers: %d",sum);          return 0;  } |

রিকার্শনের আরেকটা উদারহণ দেখি, এবার দেখব রিকার্শন ব্যবহার করে Factorial বের করার উপায়। এই অধ্যায়ের শুরুতে আমরা ফ্যাক্টোরিয়াল সম্পর্কে জেনেছি।

১ এর ফ্যাক্টোরিয়াল ১।  
২ এর ফ্যাক্টোরিয়াল  ১\*২ = ২  
৩ এর ফ্যাক্টোরিয়াল হচ্ছে ১\*২\*৩ = ৬।  
৪ এর ফ্যাক্টোরিয়াল হচ্ছে ১\*২\*৩\*৪ = ২৪।  
৫ এর ফ্যাক্টোরিয়ালঃ ১\*২\*৩\*৪\*৫ = ১২০।

n তম সংখ্যার জন্য আমরা এভাবে লিখতে পারিঃ factorial(n) = (n \* factorial(n-1)); আর যেহেতু factorial(0) = 1, আমরা factorial এর জন্য একটা রিকার্সিভ ফাংশনের সুডো কোড লিখে ফেলতে পারিঃ

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | factorial(n) {      if (n == 0)      return 1;      else      return (n \* factorial(n-1));  } |

এখানে n == 0 হলে 1 রিটার্ণ করার কারণ হচ্ছে factorial(0) = 1।

আমরা যদি factorial(3) এর মান বের করি, ফাংশনটি এভাবে কাজ করবেঃ

|  |
| --- |
| factorial(3) = 3 \* factorial(2) 3 \* 2 \* factorial(1) 3 \* 2 \* 1 \* factorial(0) 3 \* 2 \* 1 \* 1 = 6 |

প্রোগ্রামিং এ আমরা নিচের মত করে প্রয়োগ করতে পারিঃ

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17 | #include <stdio.h>  int factorial(int n) {      if (n == 0)      return 1;      else      return (n \* factorial(n-1));  }    int main(){      int n,result;      printf("Enter the value of n: ");      scanf("%d",&n);      result = factorial(n);      printf("Factorial is : %d",result);        return 0;  } |